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Graph mining techniques have received a lot of attention to discover important subgraphs
based on certain criteria. These techniques have become increasingly important due to
the growing number of applications that rely on graph-based data. Some examples are:
(i) microarray data analysis in bioinformatics, (ii) transportation network analysis, (iii) so-
cial network analysis. In this study, we propose a graph decomposition algorithm using
the non-dominance criterion to identify important subgraphs based on two characteristics:
edge connectivity and diameter. The proposed method uses a multi-objective optimization
approach to maximize the edge connectivity and minimize the diameter. In a similar vein,
identifying communities within a network can improve our comprehension of the network’s
characteristics and properties. Therefore, the detection of community structures in net-
works has been extensively studied. As a result, in this paper an innovative community
detection method is presented based on our approach. The performance of the proposed
technique is examined on both real-life and synthetically generated data sets.
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1. Introduction

Data mining is a significant discipline that aims to extract meaningful and valuable information from
vast amounts of data. This field involves various steps such as data cleaning and preparation, explo-
ration, visualization, model building, and evaluation. Data can be represented in multiple formats,
including text, images, and other forms. Among the diverse forms of data representation, graphical
representation stands out as a fascinating approach. For instance, bioinformatics and social networks
are some examples of domains where graphical representation of data is commonly used.

Graph mining is a widely studied area of data mining that involves the discovery of hidden and
valuable information in graphs. It has gained a lot of attention due to its wide range of applications,
including social network analysis, bioinformatics, image processing, internet networks and road net-
works. Different approaches have been used to analyze graph-based data, which are generally based on
clustering or subgraph mining [1]. Graph clustering is a technique that groups the vertices of a given
input graph into clusters or groups based on certain similarities. Subgraph mining, on the other hand,
involves the discovery of subgraphs based on an objective function [2]. Subgraph mining is considered
one of the most challenging tasks in graph mining, as it involves discovering meaningful subgraphs
based on a criterion specific to each author’s goal.

A graph, denoted G, is composed of two sets: vertices, represented by VG, and edges, represented by
EG. Moreover, each vertex of the graph has a label. Relational graphs, in particular, are distinguished
by their unique labels. This paper focuses on the analysis of relational graphs.

Multi-objective optimization is a critical area of research, primarily because real-world problems
often involve multiple objectives. This technique is crucial to support multi-criteria decision making,
as it identifies the solution that best matches the decision maker’s preferences from a set of satisfactory
trade-off solutions. Unlike single-objective optimization, multi-objective optimization problems require
the simultaneous optimization of several objectives, which often conflict with each other. Therefore,
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there is no single optimal solution, and the concept of a set of Pareto optimal solutions emerges.
Real-world optimization problems often have several conflicting objectives, and the optimal solutions
are a set of points representing the best possible trade-offs between these objectives. The Pareto
front, also known as the set of efficient solutions or the trade-off surface, represents an equilibrium, as
improvement in one objective will result in degradation of at least one other objective. To determine
the best solutions, we use the dominance relation as a criterion in our paper. In our case, a solution
represents a subgraph S, which is a set of nodes and edges.

Preference-based processing is a technique used in database systems to return a specified number
(k) of points with the highest ranking scores, or a set of points that are not dominated by any other
points, based on their values [3]. This can be achieved through either top-k processing or skyline
processing. In top-k processing, the k points with the highest scores are returned to the user, while
in skyline processing, the returned points are those that are not dominated by any other points [4].
Consider two points, denoted i and j, each point consisting of k attributes. We say that point i
dominates point j in the p-th attribute if and only if the p-th attribute value of i is greater than the
corresponding value of j, denoted ip > jp. The skyline processing, as described by [4], works without
relying on the use of a ranking function or a predetermined threshold.

To discover important subgraphs, the edge connectivity and the diameter of each subgraph are
recorded as two attributes or objectives. The efficiency of a discovered subgraph increases as the edge
connectivity increases and the diameter decreases. The best subgraphs are those that are maximized
in terms of edge connectivity and minimized in terms of diameter.

The main idea of this paper is to propose a non dominated subgraph detection algorithm, which
repeats the process of decomposing a graph into two smaller subgraphs by finding a minimal cut of
the initial graph.

The proposed method discovers all subgraphs that are not dominated according to the two following
objectives: the edge connectivity and the diameter. We aim to employ our methodology to detect
communities of an input graph G.

The rest of the paper is structured as follows. Section 1 discusses the related work in the area of
graph mining. Section 2 constitutes the bulk of this paper. It discusses in great detail the proposed
method. Experimental results based on real-life as well as random generated data sets are offered in
Section 3 and Section 4 in the form of applications in the field of social network analysis and community
detection.

2. Related work

In this section, we present some fundamental contributions related to graph mining methods.
Cluster analysis is a crucial task in scientific research, which aims to identify groups of observations

with high similarity within each group and low similarity between different groups. This technique
has a variety of applications in a range of fields, including biology, medicine, and economics, among
others. Edge connectivity is a well known concept in graph theory and it has been used as a measure
of subgraph importance.

In [5], the edge connectivity has been applied as a clustering tool to group vertices with high levels
of connectivity into distinct clusters.

Recent research has focused on multi-objective subgraph mining. An algorithm called Skygraph,
introduced by Papadopoulos et al. [4], focuses on two specific objectives, namely the order and the edge
connectivity. The main objective is to identify the optimal Pareto subgraphs that represent the non
dominated subgraphs. The approach uses non-dominance relation to maximize two objectives, namely
the order and the edge connectivity. In a similar vein, a multi-objective problem has been addressed
by Prakash et al. [6]. They proposed an approach for subgraph mining that aims to maximize both
support and subgraph size simultaneously. This technique identifies a set of non dominated subgraphs
for both objectives. The authors later introduced another graph objective, the subgraph diameter, to
address a three-objective subgraph exploration problem [7].
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Exploring the dense regions of a graph is one of the effective techniques employed in graph mining.
The density of a graph refers to the proportion of edges present in a graph G compared to the maximum
number of edges it can contain. When a graph is complete, whether it is directed or not, its density is
equal to 1, which means that it is entirely dense and cannot contain any additional edges. Maximilien
Danisch et al. have proposed an efficient algorithm to compute locally dense exact decompositions in
real-world graphs with multiple edges [8]. The algorithm uses the Frank–Wolfe algorithm, which is
similar to gradient descent. It would be interesting to evaluate this algorithm in hypergraphs.

Quite recently, considerable attention has been paid to one of the most used methods called the K-
core decomposition. The K-core decomposition consists of finding the largest subgraph of a network,
in which each vertex has at least K neighbors in the subgraph. This method is based on a pruning
process that consists in recursively removing vertices whose degree is lower than K [9]. In [10], the
paper introduces a new approach for graph decomposition between K-core and graph density. It is a
new tool for analyzing graphs.

In the study of complex networks, there is a growing interest in community detection. This topic
has been widely explored in the field of network analysis, with a large body of literature devoted to
the development of algorithms and methods for identifying the underlying community structure in a
network.

Since it is not realistic to evaluate all previously proposed algorithms for community detection, this
section will highlight a selection of notable algorithms.

The Girvan–Newman algorithm is an important community detection method in network science.
Its objective is to divide a network into clusters by progressively eliminating edges based on their
betweenness centrality, which measures how often an edge is located along the shortest paths between
nodes in the network. First, the algorithm calculates the betweenness centrality of all edges in the
network, and then eliminates the edge with the highest value. The algorithm then recalculates the
betweenness centrality for the remaining edges and again eliminates the edge with the highest value.
This process continues until there are no more edges in the network. The resulting clusters correspond
to the connected components that emerge as edges are removed. The Girvan–Newman algorithm has
been successfully used in many real-world networks, including social, biological, and transportation
networks, due to its familiarity and ease of use. However, it has some limitations that should be
considered. First, it can be very computationally intensive, as the algorithm involves computing the
betweenness centrality for all edges at each iteration, which can be time consuming for large networks.
Second, the algorithm is sensitive to the order in which edges are removed, which can result in different
groupings depending on the starting conditions. Finally, the algorithm can produce unexpected results,
such as splitting a large cluster into several smaller clusters or combining two separate clusters into
a single cluster. To address these limitations, researchers have devised various modifications and
extensions of the Girvan–Newman algorithm. One approach is to use different measures of centrality,
such as degree centrality or eigenvector centrality, instead of betweenness centrality. Another approach
is to include additional criteria for edge elimination, such as edge weight or node degree. A third
approach is to use stochastic methods, such as Markov Chain Monte Carlo (MCMC), to randomly
remove edges from the network and generate multiple solutions. These modifications and extensions
have improved the accuracy and reliability of the Girvan–Newman algorithm in different types of
networks.

Another popular approach is the Louvain method which is a popular approach for detecting commu-
nities in networks. It is known for its speed and optimization based technique for partitioning networks
into communities. The method involves iteratively identifying nodes with the highest modularity gain
and subsequently moving them to clusters that improve the overall clustering quality of the network.
The final result is the most optimal community structure based on the chosen modularity function.
However, the Louvain method is not without limitations. For example, it only works with non over-
lapping communities and relies on an a priori choice of modularity function that may not accurately
reflect the community structure of the network. To overcome these limitations, the researchers devel-
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oped modifications such as taking overlapping communities into account, using advanced optimization
algorithms and additional constraints.

In addition, spectral clustering is a graph-based approach to identify communities within a network
using linear algebra. It consists of transforming the network data into a lower-dimensional represen-
tation in which the communities are identifiable. This is accomplished through the construction of
a graph Laplacian matrix, which represents the network structure. The eigenvectors of the matrix
are then used for clustering in the lower dimensional space, typically using hierarchical clustering or
k-means algorithms. Spectral clustering is well suited for handling complex network structures, in-
cluding overlapping communities and hierarchical relationships between communities. In addition, it
is computationally efficient, making it suitable for large-scale network analysis. Despite its advantages,
spectral clustering has several limitations. In particular, it is sensitive to the pre-specified number
of clusters, the similarity measure used in the construction of the graph’s Laplacian matrix, and the
lack of probabilistic interpretation of community assignments, which makes it difficult to assess the
uncertainty of the results.

For more complete information on community detection methods, they can be found in [11, 12].
However, to the authors’ best knowledge, very few publications are available in the literature that

discuss the issue of partitioning a network to detect its communities. In a recent study [13], a new
method for community detection was presented, which consists of dividing a network into two smaller
communities by using a minimum cut. The betweenness centrality metric was used to calculate the
value of the minimum cut, as this metric provides a measure of the centrality of a vertex within a
graph. A key limitation of this method is that it assumes that the number of communities is known
in advance, which make finding the optimal number of communities a challenging problem.

We go beyond this area of subgraph mining, by proposing a technique to discover subgraphs that
are significant with respect to certain graph mining objectives such as the edge connectivity and the
diameter. In this way, only the non dominated subgraphs are retained. Moreover, we introduce an
innovative community detection method based on our approach.

3. Important subgraph discovery

The main objective of the proposed algorithm is to discover the most important and significant sub-
graphs of a given graph G.

The discovery of an important subgraph is determined by two objectives, the first one is the edge
connectivity denoted λG and the second one is the diameter denoted diam(G).

In this section, we start by giving the most important definitions for our problem: the edge con-
nectivity, the diameter and the non-dominance criterion. Then, we describe in details the algorithm.

Definition 1. The edge connectivity, λG, of a connected graph is the minimum number of edges that
must be removed in order to decompose the graph into two connected subgraphs.
Definition 2. The diameter, diam(G), of a graph G is the longest distance between any two vertices
in the graph. It is calculated as the maximum number of edges that must be traversed to go from one
vertex to another.

Our goal is to determine the most significant subgraphs in terms of edge connectivity and diameter.
Each subgraph g is represented as a pair (λg, diam(g)), where λg is the edge connectivity and

diam(g) is the diameter.
The multi-objective subgraph mining problem treated in this contribution is defined considering a

general definition of multi-objective optimization problems. In our case, a solution is a subgraph S, a
set of nodes and edges.

The subgraph S is evaluated considering d different objectives on the subgraph’s characteristics,
such as the edge connectivity and the diameter.

Given a set of graphs G, we seek to extract the optimal Pareto–subgraphs of G defined by two
objectives:

F (S) =
(
f1(S), f2(S)

)
, (1)
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where f1 = max λGi , i = 1, . . . , n, f2 = mindiam(Gi), i = 1, . . . , n, n is the number of subgraphs
produced during the decomposition. For more details, see the next subsection of the algorithm.

Solution to the problem in Eq. (1) is a set of optimal subgraphs. To make comparison between any
pair of subgraphs, we apply the well known criteria of dominance.

Non-dominance criterion involve comparing different solutions based on the trade-offs between
multiple objectives.

In the context of graphs, the objectives may represent different characteristics or properties of
the subgraphs, such as their size, connectivity, or centrality. In our case, the objectives are the edge
connectivity and the diameter.

Between two subgraphs u and v, u dominates v if one of the following holds:
(1) λu > λv and diam(u) < diam(v);
(2) λu = λv and diam(u) < diam(v);
(3) λu > λv and diam(u) = diam(v).

3.1. The algorithm

The sum of the edges across different subgraphs is defined as the cut of the graph. To find the best
way of decomposing the graph G, the problem is equivalent to find the minimum value of the cut.

The algorithm is based on successive applications of a min cut algorithm [14]. A minimum cut
or a min-cut of a graph G is a partition of the vertices of a graph into two disjoint subsets. The
application of successive min-cuts has been also used in SkyGraph as a tool to discover important
subgraphs (2008) [4].

The proposed algorithm aims to partition a connected initial graph G into two smaller subgraphs
by finding the minimum cut [14] that separates them. This is done repeatedly until each subgraph has
only three vertices. Once all of the subgraphs have been calculated, the non-dominance criterion is
applied based on two objectives: edge connectivity and diameter.

The min cut algorithm is described in the next paragraph.
Min cut algorithm. The Min cut of a weighted graph is the smallest possible total weight of

the edges that must be removed to partition the graph into two separate groups. [14] introduced an
algorithm to find the minimum cut in an undirected weighted graph.

The Algorithm 1 represents the min cut algorithm for an undirected weighted graph.
In our case, we focus on unweighted graphs.
A vertex k is said to be most tightly connected to a vertex set A if the sum of the weights of the

edges connecting k and A is the highest among the vertices not belonging to A.

Algorithm 1 Min cut algorithm.

1: Function: MinCutPhase(Graph G, Weights W , Vertex a):
2: A < −a
3: while (A 6= V )
4: add tightly connected vertex to A
5: save the cutofthephase and reduce the size of the graph G by combining the last two added vertices.
6: minimum = INF
7: Function: MinCut(Graph G, Weights W , Vertex a):
8: while (|V | > 1)
9: MinCutPhase(G,W ,a)

10: if (cutofthephase < minimum) then
11: minimum = cutofthephase
12: return minimum

The algorithm operates by repeatedly merging the most closely connected vertices until there is
only one node left in the graph. At each step of this process, the weight of the merged cut is recorded
in a list. The minimum cut value for the graph is then determined by finding the smallest value in this
list.

Let G = (V,E,w) be a weighted undirected graph.
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In the MinCutPhase function, the vertex a is a fixed point that is not changed throughout the
process. The set A is a group of vertices that starts with vertex a and gradually adds more vertices
from the graph G until it includes all vertices in the set V which is the collection of all vertices. A
tightly connected vertex to A is a vertex whose edge weight to any vertex in A is the highest.

In the MinCut function, the global minimum cut is recorded and updated after each MinCut-
Phase. When this process is completed for n− 1 phases, the minimum cut for the entire graph can be
determined.

In the proposed algorithm, we are looking for maximizing the edge connectivity and minimizing
the diameter. The best subgraphs are the ones that are not dominated by any another subgraph.

The proposed algorithm that gonna deal with edge connectivity and diameter is as follows:
–> Input: initial input graph G;
–> Output: ND(G), set of the non dominated subgraphs of G.
The proposed algorithm can be divided into three steps:

• step of preprocessing;
• step of decomposition;
• step of non-dominance criterion.

The preprocessing phase. In this step, we apply two preprocessing methods to the graph G:
– The first one is isolated vertices detection. An isolated vertex is a vertex of a graph that has no
edges, a vertex with degree zero.
– The second one is bridge detection. A bridge is an edge of a graph whose removal increases the
number of connected components of the graph.

The algorithm of the first step is given in the Algorithm 2.

Algorithm 2 The first step: Preprocessing phase

1: Given a graph G
2: if (G has one or more isolated vertices) then
3: remove isolated vertices of G
4: if (G has one or more bridges) then
5: remove bridges of G
6: return The graph G

The decomposition phase. After detecting the isolated vertices, the bridges and removing them,
we introduce the decomposition phase.

Algorithm 3 The second step: Decomposition phase

1: nG: number of vertex of a graph G
2: λG: edge connectivity of a graph G
3: diam(G): the diameter of a graph G
4: run min-cut algorithm on G
5: create subgraphs Gleft and Gright

6: compute number of vertex, connectivity and diameter for Gleft and Gright: (nGleft
, λGleft

, diam(Gleft)) ;
(nGright

, λGright
, diam(Gright))

7: while (nGleft
> 3 and nGright

> 3 )
8: run min-cut algorithm on Gleft and Gright

9: create Gleft and Gright again for each two subgraph produced
10: compute number of vertex, connectivity and diameter for each two subgraph produced
11: return A =(set of all subgraphs produced during the decomposition)

The algorithm is based on successive applications of the min cut algorithm.
A cut is a set of edges whose removal disconnects the graph. The min cut algorithm is an algorithm

that computes the minimum edges that removal them decompose the graph into two subgraphs: Gleft
and Gright.

We apply the min cut algorithm until each subgraph consists of three vertex: the stopping criterion
of the algorithm.
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The algorithm of the second step is given in the Algorithm 3.
Non-dominance criterion phase. The second step of decomposition returns a set of all the

subgraphs that have been produced during the decomposition.
We apply the non-dominance criterion to those subgraphs according to the two following objectives:

the edge connectivity λG and the diameter diam(G).
We are looking for maximizing the edge connectivity and minimizing the diameter.
For solving such a multi-objective optimization problem, the dominance relation is required.
The algorithm of the third step is given in the Algorithm 4.

Algorithm 4 The third step: Non dominance criterion phase

1: A: set of all the subgraphs produced during the decomposition
2: Apply the non-dominance criterion to the set of subgraphs A
3: return ND(G): set of the non dominated subgraphs

The proposed full algorithm with the three steps is given in the Algorithm 5.

Algorithm 5 Graph decomposition with non-dominance criterion

1: nG: number of vertex of a graph G
2: λG: edge connectivity of a graph G
3: diam(G): the diameter of a graph G
4: if (G has one or more isolated vertices) then
5: remove isolated vertices of G
6: if (G has one or more bridges) then
7: remove bridges of G
8: run min-cut algorithm on G
9: create subgraphs Gleft and Gright

10: compute number of vertex, connectivity and diameter for Gleft and Gright: (nGleft
, λGleft

, diam(Gleft));
(nGright

, λGright
, diam(Gright))

11: while ( nGleft
> 3 and nGright

> 3)
12: run min-cut algorithm on Gleft and Gright

13: create Gleft and Gright again for each two subgraph produced
14: compute number of vertex, connectivity and diameter for each two subgraph produced
15: compute ND(G) for all the subgraphs produced during the decomposition.
16: return ND(G)

3.2. Example

We present an example (Figure 1) for our proposed method, focusing on the last two steps of the
algorithm: the graph decomposition and the non-dominance criterion.

Fig. 1. Graph G.

Given a connected undirected graphG = (1, 2, 3, 4, 5, 6, 7)
which is composed of 7 vertices and 10 edges.

The edge connectivity and the diameter is computed
for each subgraph produced during the decomposition.

The initial graph G has edge connectivity λG = 1. The
removal of the edge between the vertex 2 and the vertex
4 produce two subgraphs:

–> The first subgraph: g1 = (1, 2, 3) with λg1 = 2 and diam(g1) = 1.
–> The second subgraph: g2 = (4, 5, 6, 7) with λg2 = 3 and diam(g2) = 1.
The stopping criterion (number of vertex > 3) is not satisfied for the subgraph g2, then the algorithm

is applied again and it produces two subgraphs:
–> The first subgraph: g3 = (4, 5, 6) with λG = 2 and diam(g3) = 1.
–> The second subgraph: g4 = (7) with λG = 0 and diam(g4) = 0.
By applying the criterion of non-dominance for all the subgraphs (g1, g2, g3, g4) produced during

the decomposition we realize that the non dominated subgraph is the graph g2 which has a high edge
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connectivity, a minimal diameter and who is not dominated by any another subgraph produced in the
decomposition of the graph G.

The decomposition of the example is given in Figure 2. It represents a tree-decomposition of the
graph G.

Fig. 2. The decomposition of the graph G. Fig. 3. Flowchart of the proposed method.

3.3. The complexity of the algorithm

Let V and E denote the number of vertices and the number of edges of the graph.
To remove an isolated vertex, we need to find the vertex in the graph. The time complexity of this

operation is O(V ).
A fast bridge detection algorithm based on Depth First Search (DFS) is applied before implementing

the minimum cut process. The running time of this algorithm is linear with respect to the number of
vertices (V ) and edges (E) in the graph, meaning it takes O(V + E) time to execute.

The proposed method is based on the min cut algorithm. [15] have given a bound of
O(V ·E + V 2 · log V ) for undirected graphs (weighted and unweighted graphs).

In our case, we focus on unweighted graphs and therefore the min cut can be computed in O(V ·E).
Figure 3 illustrates the proposed method with the 3 steps of the algorithm.

4. Application 1: Social network analysis

Networks are a common feature in our world, including both physical networks such as road networks
and virtual networks like social media. They can be useful for making informed decisions by analyzing
them.

Each network consists of:
–> Vertices: the individuals for whom the network is being constructed.
–> Edges: represent the connections between vertices and signify the relationship between the

individuals in the network.
The performance evaluation study is based on real life data sets and they are summarized in Table 1.
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One of the most interesting and studied domain in graph mining is social network analysis. It deals
with examining the relationships and interactions between individuals in a social network through the
use of graph theory and statistical techniques. The aim of this analysis is to identify the fundamental
structure of relationships and connections within the network and how they impact human behavior
and decision-making. This domain has applications in various fields including psychology, sociology,
computer science, and marketing. With the rise of online social networks, the significance of social
network analysis has only increased, as it allows for the analysis of vast amounts of data generated by
these networks. However, this also calls for the development of innovative and more advanced methods
to extract meaningful information from this data.

For our proposed method, we have used several datasets from social networks, more precisely the
social network Facebook.

Table 1. Data sets used in performance evaluation.

Network Num vertices Num edges Min degree Max degree Average degree
Relationships network 39 94 1 12 4.82

Social network 1 351 982 1 347 5.59
Social network 2 536 1823 1 347 6.80
Social network 3 1397 2716 2 305 3.89
Social network 4 1506 3238 1 1045 4.30

The performance of the algorithm when we applied it to the real-life data sets is given in Table 2.
In addition to the total running time, the table contains information about some measurements

applied to the algorithm, for example the number of bridges detected which is one of the techniques
used in the preprocessing step of the algorithm.

Moreover, the cardinality of ND(G) that represents the number of non dominated subgraphs
determined for each data set and it is given in the last column of Table 2.

Table 2. Performance results for real-life data sets.

Network Min cut computations Bridges detected Running time (sec) ND(G)
Relationships network 34 2 1 1

Social network 1 245 103 50 14
Social network 2 305 228 120 4
Social network 3 307 1087 121 14
Social network 4 324 1179 173 12

Tables 3 and 4 present the results obtained for random graphs.
Each graph contains 100 vertices for Table 3, while the number of edges varies between 200 and

1000.
Table 4 contains for each graph 500 vertices while the number of edges varies between 500 and

2000.
Each column is associated with a different graph.

Table 3. Performance results for random graphs (we set number of vertices
to 100 and number of edges varies between 200 and 1000).

Measurements 100/200 100/400 100/600 100/800 100/1000
Running time (sec) 5 5 6 7 7

Min cut computations 89 96 97 97 97
Bridges detected 4 1 0 0 0

ND(G) 3 3 6 8 16

The performance of the algorithm when we applied it to random graphs is given in Tables 3 and 4.
For both real and random graphs, the performance of the algorithm depends strongly on the number
of vertices and the number of edges.

The efficiency of the algorithm depends on the type of input graph.
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Table 4. Performance results for random graphs (we set number of vertices
to 500 and number of edges varies between 500 and 2000).

Measurements 500/500 500/1000 500/1500 500/2000
Running time (sec) 24 229 306 315

Min cut computations 173 446 486 490
Bridges detected 210 38 3 1

ND(G) 13 85 40 169

The bridge detection, that represents one of the tools in the step of preprocessing, is an interesting
technique for reducing the number of min cut computation and the running time.

Table 5 contain a comparison of the running time before and after applying the bridge detection
for real datasets.

We notice that there is a big difference between before and after applying the bridge detection.
For example, the running time for the social network 2 before applying the bridge detection is 456

seconds while after applying the technique, the algorithm took 120 seconds to do the decomposition
and calculate the non dominated subgraphs. The same thing for other networks, the running time
after applying the technique is too small when compared to before.

Table 5. Comparison of the running time before and
after applying bridge detection for real datasets.

Network Running time before Running time after
bridge detection (sec) bridge detection (sec)

Relationships network 2 1
Social network 1 149 50
Social network 2 456 120
Social network 3 1800 121
Social network 4 2100 173

Table 6 contains a comparison of the min cut computation before and after applying the bridge
detection for real datasets.

For each network, the number of decomposition made by applying the bridge detection is smaller
comparing before applying the technique.

For example, for the network 3, the algorithm made 1396 decompositions to reach the result if we
do not apply the detection, while applying it, the number of decompositions made is 307 which is a
very small number compared to 1396.

Table 6. Comparison of the min cut computation before and
after applying bridge detection for real datasets.

Network Min cut computation Min cut computation
before bridge detection after bridge detection

Relationships network 36 34
Social network 1 348 245
Social network 2 533 305
Social network 3 1396 307
Social network 4 1505 324

We can conclude that the bridge detection optimization is an efficient and an important tool which
allows to minimize the number of decompositions and to minimize the running time.

5. Application 2: Detection of communities

In network analysis, identifying and defining communities is a central task in understanding the struc-
ture and organization of complex systems.

One approach to finding communities is to identify subgraphs that are dense in terms of the
connections between nodes, and where the nodes within the subgraph are not easily connected to
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nodes outside of the subgraph. In this context, non dominated subgraphs with high edge connectivity
and minimal number of nodes can be considered as potential communities.

Edge connectivity measures the minimum number of edges that need to be removed from a graph
to disconnect it. A high edge connectivity value indicates that the nodes within the subgraph are
strongly connected to each other.

The minimal number of nodes in the subgraph also suggests that the subgraph is dense and has a
high proportion of edges relative to the number of nodes.

Together, these characteristics suggest that the subgraph is a cohesive group or community of nodes
that are tightly connected to each other and less connected to the rest of the graph.

In general, the min cut algorithm does not always give a balanced cut, it can reduce in each
decomposition a single vertex.

Let ND = (ND1, . . . , NDk) be the set of non dominated subgraphs and v a single vertex which
represents a subgraph produced during the decomposition.

Fig. 4. Example of decomposition. Fig. 5. Connectivity of v with the set ND.

The non dominated subgraphs are considered as potential communities but subgraphs that contain
only a single vertex should also form a community to cover all the vertices of the graph and to have
all the possible communities.

In this context, we propose a technique to solve this problem.
We introduce the following modularity technique. If there is a connectivity between each subgraph

produced during the decomposition to the non dominated subgraphs (see Figure 5 which represents
a single vertex connected with the set of non dominated subgraphs), we will use the modularity for
forming communities and to cover all the vertices of the graph, otherwise they will belong to the parent
subgraph.

The modularity technique is as follows:
–> For a vertex v:

Qk(v) =
1

2mk

∑

w∈NDk

(
Avw −

kv · kw
2mk

)
,

where Avw is the value of the adjacency matrix between vertices v and w, kv is the sum of the weights
of the edges adjacent to v, mk is the number of edges of the NDk.

–> For a subgraph of G with number of vertex >1:

Qk(subG) =
1

2mk

∑

u∈subG

∑

v∈NDk

(
Auv −

ku · kv
2mk

)
.

For each vertex v or subgraph subG, we have to check if they have a connectivity with the non
dominated subgraphs or not.

If there is a connectivity, we will compute their modularity for the non dominated subgraphs that
are connected with, and the vertex or the subgraph with the highest modularity will be assigned to
the non dominated subgraph with which it had maximum modularity. If there is not a connectivity, v
or subG will be added to their parent subgraph.
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Figure 6 illustrates all the steps of the proposed approach to detect communities.
The first step is the preprocessing which contains two tools: the detection of isolated vertices and

the detection of bridges. After detecting them, we delete them.
The second step is the graph decomposition step where we will apply the min cut algorithm until

the stopping criterion: number of subgraphs vertices > 3.
After having computed all the possible subgraphs, we will apply in step 3, the non-dominance

criterion to detect only the non dominated subgraphs according to the two following objectives: edge
connectivity and diameter.

Fig. 6. Flowchart of the proposed approach to detect
communities based on the non dominated subgraphs.

These non dominated subgraphs will be pre-
sented as kernels that we use in clustering to
group similar groups.

The dominated subgraphs will be added to
the non dominated subgraphs according to the
connectivity and the modularity.

For each dominated subgraph, we need to
check whether it has connectivity with the non
dominated subgraphs or not( in the last step in
Figure 6, C(SG) means the connectivity of the
subgraph SG).

If there is connectivity, we will compute the
modularity for the non dominated subgraphs
that are connected, and the dominated sub-
graph with the highest modularity will be as-
signed to the non dominated subgraph with
which it had the maximum modularity.

If there is no connectivity, the dominated subgraph will be added to its parent subgraph.
Finally, in the output of the proposed approach, we detect the communities of the network.
Results. This section describes the results of applying the proposed approach to three example

networks. The two first examples deals with simple networks. Those two examples checks the validity
of the proposed technique.

After the simple validity check, the third example is used the show the performance of the proposed
technique.

Example 1. Figure 7 shows the graph used in the example 1. After applying the Algorithm 5, the
non dominated subgraphs are ND1 = (2, 3, 4) and ND2 = (5, 7, 8). For the subgraphs that just have
one vertex are: g1 = (1), g2 = (6) and g3 = (9). For each single vertex, we calculate their connectivity
with the non dominated subgraphs. The subgraph g1 is connected with ND1 while g2 and g3 are
connected with ND2. Because each vertex has a connectivity with a one non dominated graph, we will
assign them directly without computing the modularity. The result of the technique used is shown in
Figure 8. The example 1 has two obvious communities C1 = (1, 2, 3, 4) and C2 = (5, 6, 7, 8, 9).

Fig. 7. Example 1. Fig. 8. Result.
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Example 2. Figure 9 shows the graph used in the example 2. After applying the Algorithm 5, the
non dominated subgraphs are ND1 = (2, 3, 4) and ND2 = (6, 8, 9). For the subgraphs that just have
one vertex are: g1 = (1), g2 = (5), g3 = (9) and g4 = (10). For this example, we have the subgraph
g2 that contain a single vertex and which has a connectivity with the two non dominated subgraphs
ND1 and ND2. We calculate its modularity to know for which non dominated subgraph we will
assign it. For g2 we have: Q1(g2) = 0.177, Q2(g2) = 0.13 and Q1(g2) > Q2(g2). Then g2 will be
added to ND1. For g1 will be added to ND1 while g3 and g4 will be added to ND2 after calculating
their connectivity. The result of the technique used is shown in Figure 10. The example 2 has two
communities C1 = (1, 2, 3, 4, 5) and C2 = (6, 7, 8, 9, 10).

Fig. 9. Example 2. Fig. 10. Result.

Example 3. We use the real word network data: Zachary’s karate club network. It is a network
which represents social interactions between 34 individuals. After applying the Algorithm 5, the non
dominated subgraph is ND = (0, 1, 2, 3, 13). For the other subgraphs produced during the decom-
position, we determine if they have a connectivity with the non dominated subgraph or not. If the
connectivity exists, we add those subgraphs to the non dominated subgraph. If there is no con-
nectivity, the subgraph will be incorporated into its parent subgraph. The result is shown in Figu-
re 12. The example 3 has two communities C1 = (0, 1, 2, 3, 4, 5, 6, 7, 8, 10, 11, 12, 13, 16, 17, 19, 21) and
C2 = (9, 14, 15, 18, 20, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 33).

Fig. 11. Example 3. Fig. 12. Result.

6. Conclusion

In this paper, we have studied one of the most interesting problem of graph mining: the problem of
discovering important subgraphs of an input graph G. The importance of the subgraph is based on edge
connectivity and diameter. In order to achieve this goal, we have developed an algorithm to determine
the non dominated subgraphs. This algorithm is based on successive min-cut decompositions of the
initial graph G using two performance improvement mechanisms. The first one is the optimization
bridge detection and the second one is the stopping criterion of the algorithm number of vertex >
3 which are two tools for reducing the number of min-cut computations and avoiding unnecessary
decompositions. We have notived the importance of the bridge detection tool following two measures:
the running time and the number of decompositions.

Mathematical Modeling and Computing, Vol. 10, No. 3, pp. 733–747 (2023)



746 Ouaderhman T., Chamlal H., Oubaouzine A.

For future work, we will focus on a criterion for setting the number of non dominated subgraphs
(k) resulting from the algorithm. In this way, a user can control the number of subgraphs from the
beginning by selecting a value for k. It would be interesting to add other optimizations that can be
applied to speed up the discovery of non dominated subgraphs. These optimizations aim at reducing
the number of min-cut computations.

Our approach have been used to detect communities within a graph. Further evaluation of the
performance of the algorithm through the use of different benchmarks and larger network data is
needed and remains a future task.
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Виявлення важливого пiдграфа
за допомогою критерiю недомiнування

Уадерман Т., Чамлал Х., Убаузiн А.

Кафедра математики та iнформатики,
лабораторiя фундаментальної та прикладної математики,

факультет наук Айн Чок, Унiверситет Хасана II,
Касабланка, Марокко

Методам аналiзу графiв придiляли багато уваги для виявлення важливих пiдграфiв
на основi певних критерiїв. Цi методи стають все бiльш важливими через зростан-
ня кiлькостi програм, якi використовують данi на основi графiкiв. Деякi прикла-
ди: (i) аналiз даних мiкроматриць у бiоiнформатицi, (ii) аналiз транспортних мереж,
(iii) аналiз соцiальних мереж. У цьому дослiдженнi пропонується алгоритм декомпо-
зицiї графа з використанням критерiю недомiнування для визначення важливих пiд-
графiв на основi двох характеристик: реберної зв’язностi та дiаметра. Запропонова-
ний метод використовує пiдхiд багатоцiльової оптимiзацiї для максимiзацiї зв’язностi
ребер i мiнiмiзацiї дiаметра. Подiбно iдентифiкацiя спiльнот у мережi може покращи-
ти наше розумiння характеристик i властивостей мережi. Як наслiдок, було деталь-
но вивчено виявлення структур спiльноти в мережах. У статтi подано iнновацiйний
метод виявлення спiльноти, заснований на запропонованому пiдходi. Ефективнiсть
запропонованого метода перевiряється як на реальних, так i на синтетично згенеро-
ваних наборах даних.

Keywords: виявлення графiв; недомiнований пiдграф; пiдключення.
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